Written Homework problems.

1. Analyze the big-oh run time of each method in terms of the variable $n$ :
```
void A(int n)
{
    if (n < 10)
        time++;
    else
    {
        for (int i = 0; i < n; i++)
            time++;
            A(n - 2);
    }
}
void B(int n)
{
    if (n < 10)
            time++;
    else
    {
        for (int i = 0; i < 8; i++)
                                    B(n / 2);
            for (int i = 0; i < n*n; i++)
                time++;
    }
}
void C(int n)
{
    if (n < 10)
        time++;
    else
    {
        C(n / 2);
        C(n / 5);
        C(n / 10);
        for (int i = 0; i < n; i++)
                        time++;
    }
}
void D(int n)
{
    time = 0;
    for (i = 0; i < n; i++)
        for (j = 0; j < i * i; j++)
            for (k = 0; k < j*j; k++)
                    time++;
}
```

```
void E(int n)
{
    if (n < 15)
            time++;
    else
    {
        E(n / 3);
        for (i = 0; i < n; i++)
                time++:
            E(2 * n / 3);
    }
}
void D(int n)
{
    if (n < 20)
        time++;
    else
    {
        for (i = 10; i < 100*n; i++)
                        time++;
        D(n / 5);
        D(7 * n / 10);
        for (i = 1; i < 12 * n; i++)
            time++;
    }
}
```

2. Let $\mathrm{F}_{\mathrm{n}}$ denote the nth Fibonacci number. Let $\mathrm{A}=\left(\begin{array}{ll}1 & 1 \\ 1 & 0\end{array}\right)$. Show that $\mathrm{A}^{\mathrm{n}}=\left(\begin{array}{cc}F_{n+1} & F_{n} \\ F_{n} & F_{n-1}\end{array}\right)$. (Hint: use induction).
3. Use the equality proven in question 2 to design an algorithm to compute the nth Fibonacci number in $\mathrm{O}(\log \mathrm{n})$ time.
4. Show that $\log (n!)=\Theta(n \log n)$.
5. Suppose Dr. WhyLie comes up to you and claims that he has invented a super-fast comparison based priority queue. The speed of the priority queue operations are as follows ( n is the number of items currently in the priority queue):
a. insert a new item in $\mathrm{O}(\operatorname{sqrt}(\log \mathrm{n}))$ time
b. extract (remove and return) the smallest item from the priority queue in O (sqrt(log
n)) time.

Explain why Dr. WhyLie must be lying.
Note: Does your argument imply that a priority queue with $\mathrm{O}(\log n)$ time insertion and $\mathrm{O}(\log n)$ extraction cannot exist? If so, your argument is invalid, because this type of heap does exist. Does your argument claim that insertion cannot be done faster than $\mathrm{O}(\log n)$ ? Or that extract can't be done faster than $\mathrm{O}(\log \mathrm{n})$ ? Your argument is invalid in both cases, as there exist priority queues that can perform insertion (or extraction) in $\mathrm{O}(1)$ time, such as an unsorted list.

## 6. SUS Pokemon

You are a pokemon trainer and have just ordered a fresh batch of $n$ pokemon to help you with various daily tasks. However, you know that some pokemon are liars. Your first task is to figure out which of your $n$ pokemon are honest (never lie), and which are SUS (may sometimes lie). Fortunately, the pokemon themselves know who are SUS, and thus you have the following tool available to you: You may combine any two pokemon and have them state whether the other pokemon is honest or SUS. An honest pokemon will always report correctly what the other pokemon is, but SUS pokemon may or may not tell the truth. Thus, for any pair of pokemon X and Y that you test, you may conclude the following:

If X and Y each say the other is honest, then either both are honest, or both are SUS.
If X says Y is honest, but Y says X is SUS (or vice-versa), then at least one is SUS.
If $X$ and $Y$ each say the other is SUS, then at least one is SUS.

1. Show that if half or more of the pokemon are SUS, it is impossible to determine who the honest pokemon are.
2. Assume that more than half of the pokemon are honest. Now consider the problem of finding one single honest pokemon from the given $n$ pokemon. Design a way to reduce this problem to at most half the size by applying roughly $n / 2$ pokemon comparisons.
3. Apply the above technique to design a divide-and-conquer algorithm for identifying all the honest pokemon in $\mathrm{O}(n)$ pokemon comparisons. To analyze your run time, state and solve a recurrence equation describing the maximum number of comparisons made by your algorithm.
